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WHEN TO USE CUDA

• GPGPU is less limiting, allowing e.g.:

• Arbitrary memory access patterns

• On-chip memory communication

• CUDA when:

• Only targeting NVidia hardware

• Need advanced hardware features:

• L1 config, vote functions, function pointers, etc



WHEN TO USE CUDA

• But choose it only when you really have to

• Don’t underestimate optimized OpenGL operations

• Driver writers know what they are doing

• You will lose if you try to reinvent the wheel in CUDA

• For optimal performance, you need to know the target HW

• If you didn’t care for performance, you would do it in CPU
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HOW TO USE CUDA

1  Initialize OpenGL

2  Initialize CUDA telling to share an OpenGL context

3  Pass data OpenGL -> CUDA

4  Perform calculations in CUDA

5  Pass results CUDA -> OpenGL



HOW TO USE CUDA

• Main data resources, sharable from OpenGL:

• Linear allocations (OGL: buffers)

• CUDA arrays (OGL: textures)

• Execution in kernels

• Grouping into thread blocks

• Results into linear allocations 
(can be copied into textures later on)



HOW TO USE CUDA

• You can choose either the runtime API or the driver API

Runtime API Driver API

• Mix’n match GPU and CPU functions 

in same source files

• Compile with nvcc into objects

• Link into a complete binary

Pick me, I’m easy!

• Compile GPU functions into PTX 

with nvcc

• Compile CPU code separately (e.g. 

with gcc/g++)

• Use CUDA as a normal library, 

upload the PTX file at runtime

• Similar to uploading shader sources 

in OpenGL



EXAMPLE:
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SUMMED AREA TABLES

• Motivation: need to take an average over a region of pixels

• Generation of texture mip-map levels

• Fast blur filters (semi-glossy reflections, defocus blur)



SUMMED AREA TABLES



SUMMED AREA TABLES

Sum of the region: c-b-d+a



SUMMED AREA TABLES

Vertical sweep Horizontal sweep+



SUMMED AREA TABLES:
IMPLEMENTATION



SUMMED AREA TABLES

1. Initializations

2. Render a scene in OpenGL into a renderbuffer (via FBO)

3. Pass the renderbuffer + a result texture into CUDA

4. Perform sweeps in CUDA, write results in linear memory

5. Copy results into the result texture

6. Use the result texture in OpenGL in the usual fashion
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1. Initializations

2.Render a scene in OpenGL into a renderbuffer

3. Pass the renderbuffer + a result texture into CUDA
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1. Perform sweeps in CUDA, write results in linear memory

5.Copy results into the result texture

6. Use the result texture in OpenGL in the usual fashion



SUMMED AREA TABLES
5. Copy results into the result texture

6.Use the result texture in OpenGL in the usual fash..



QUESTIONS?


